CSCE 633 MACHINE LEARNING Homework-2 Report

**Name: Sai Namith Garapati**

**UIN: 832001176**

**Question 2: Machine Learning with Pokemon GO**

**(i)**

In the dataset, primary\_strength is the categorical attribute whereas stamina, Attack\_value, defense\_value, capture\_rate, flee\_rate, spawn\_chance are the numerical attributes.
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**(ii)**

Here the outcome of interest is ‘Combat point’. Hence 2D Scatter plots have been plot and Pearson’s correlation coefficient has been calculated between the numerical attributes and ‘combat point’.

The value of Pearson’s coefficient closer to ‘1’ will indicate high degree of association and the attributes would be more predictive of the outcome of combat points.

“Attack\_value” would be the most predictive attribute of the outcome of combat points since it has a Pearson’s correlation coefficient of 0.9075315401042733

Next most predictive will be “Defense value” with a Pearson’s correlation coefficient of 0.8262293053572931

2-D Scatter plots between numerical attributes and combat point are given below :

|  |  |
| --- | --- |
| Plot of numerical attribute with combat points | Pearson’s correlation coefficient between numerical attributes and combat point |
|  | 0.8262293053572931 |
|  | 0.582831703222926 |
|  | -0.4070342114215965 |
|  | -0.42132699465983586 |
|  | 0.9075315401042733 |
|  | -0.7430078083529397 |

**(iii)**

2D Scatter plots have been plot and Pearson’s correlation coefficient has been calculated between the numerical attributes.

High value of Pearson’s coefficient closer to ‘1’ will indicate high degree of correlation between numerical attributes.

‘Attack\_value’ and ‘Defense\_value’ are the mostly correlated numerical attributes with a Pearson’s correlation coefficient of 0.7367766467515237.

2-D Scatter plots between numerical attributes along with Pearson’s correlation coefficient between them is given below

|  |  |
| --- | --- |
| Scatter plot of stamina with other numerical attributes | Pearson’s correlation coefficient of stamina with other numerical attributes |
|  | 0.3029949826738916 |
|  | -0.2710475393248393 |
|  | -0.2764202078836037 |
|  | 0.30266333625368935 |
|  | -0.4468503047144601 |

|  |  |
| --- | --- |
| Scatter plot of attack\_value with other numerical attributes | Pearson’s correlation coefficient of attack\_value with other numerical attributes |
|  | -0.4326484402010869 |
|  | 0.7367766467515237 |
|  | -0.36906414197600723 |
|  | -0.6905726716022137 |

|  |  |
| --- | --- |
| Scatter plot of defense\_value with other numerical attributes | Pearson’s correlation coefficient of defense\_value with other numerical attributes |
|  | -0.43249856208332005 |
|  | -0.42385975623729333 |
|  | -0.6972657162131648 |

|  |  |
| --- | --- |
| Scatter plot of capture\_rate with other numerical attributes | Pearson’s correlation coefficient of capture\_ratewith other numerical attributes |
|  | 0.4727927266445679 |
|  | 0.44051150728059624 |
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Description automatically generated](data:image/png;base64,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)

Pearson’s correlation coefficient between flee rate and spawn chance is 0.29322169222082034

All 2-D plots have been given along with Pearson’s correlation coefficient.

Implementation for questions (i) – (iii)

import matplotlib.pyplot as plt

import operator

import numpy as np

import pandas as pd

import io

import os

import math

import random

import statistics

import itertools

from scipy.stats import pearsonr

from sklearn.utils import shuffle

from sklearn.preprocessing import  StandardScaler

from sklearn.linear\_model import LogisticRegression

from google.colab import drive

drive.mount('/content/gdrive/')

trainingdata = pd.read\_csv('/content/gdrive/MyDrive/Data/hw2\_data.csv')

inputdata = trainingdata[trainingdata.columns[1:-1]]

attributes = trainingdata.columns[1:8]

outputdata = trainingdata.columns[-1:]

(i)print(outputdata)

print(trainingdata)

colmns = inputdata.columns

numeric\_colmns = inputdata.\_get\_numeric\_data().columns

print(numeric\_colmns)

categoric\_colmns = pd.DataFrame(list(set(colmns) - set(numeric\_colmns)))

print(list(set(colmns) - set(numeric\_colmns)))

print(list(set(numeric\_colmns)))

print(categoric\_colmns)

(ii) columns1 = {'stamina', 'attack\_value','defense\_value','capture\_rate','flee\_rate','spawn\_chance'}

for i in columns1:

  plt.scatter(trainingdata[i],trainingdata.combat\_point)

  plt.title("Scatter plot between " +i+ " and Combat point")

  plt.xlabel(i)

  plt.ylabel("Combat point")

  plt.tight\_layout

  plt.show()

  r,p= pearsonr(trainingdata[i],trainingdata.combat\_point)

  print("Pearson's correlation between " +i+ " and combat point is " + format(r))

(iii)

columns1 = {'stamina', 'attack\_value','defense\_value','capture\_rate','flee\_rate','spawn\_chance'}

columns2 = {'attack\_value','defense\_value','capture\_rate','flee\_rate','spawn\_chance'}

columns3 = {'defense\_value','capture\_rate','flee\_rate','spawn\_chance'}

columns4 = {'capture\_rate','flee\_rate','spawn\_chance'}

columns5 = {'flee\_rate','spawn\_chance'}

for i in columns2:

  plt.scatter(trainingdata.stamina,trainingdata[i])

  plt.title("Scatter plot between stamina and " +i+ "")

  plt.xlabel("stamina")

  plt.ylabel(i)

  plt.tight\_layout

  plt.show()

  r,p= pearsonr(trainingdata.stamina,trainingdata[i])

  print("Pearson's correlation between stamina and " +i+ " is " + format(r))

for i in columns3:

  plt.scatter(trainingdata.attack\_value,trainingdata[i])

  plt.title("Scatter plot between attack\_value and " +i+ "")

  plt.xlabel("attack\_value")

  plt.ylabel(i)

  plt.tight\_layout

  plt.show()

  r,p= pearsonr(trainingdata.attack\_value,trainingdata[i])

  print("Pearson's correlation between attack\_value and " +i+ " is " + format(r))

for i in columns4:

  plt.scatter(trainingdata.defense\_value,trainingdata[i])

  plt.title("Scatter plot between defense\_value and " +i+ "")

  plt.xlabel("defense\_value")

  plt.ylabel(i)

  plt.tight\_layout

  plt.show()

  r,p= pearsonr(trainingdata.defense\_value,trainingdata[i])

  print("Pearson's correlation between defense\_value and " +i+ " is " + format(r))

for i in columns5:

  plt.scatter(trainingdata.capture\_rate,trainingdata[i])

  plt.title("Scatter plot between capture\_rate and " +i+ "")

  plt.xlabel("capture\_rate")

  plt.ylabel(i)

  plt.tight\_layout

  plt.show()

  r,p= pearsonr(trainingdata.capture\_rate,trainingdata[i])

  print("Pearson's correlation between capture\_rate and " +i+ " is " + format(r))

plt.scatter(trainingdata.flee\_rate,trainingdata.spawn\_chance)

plt.title("Scatter plot between flee\_rate and spawn\_chance")

plt.xlabel("flee\_rate")

plt.ylabel("spawn\_chance")

plt.tight\_layout

plt.show()

r,p= pearsonr(trainingdata.flee\_rate,trainingdata.spawn\_chance)

print("Pearson's correlation between capture\_rate and spawn chance is " + format(r))

categoric\_data = (trainingdata[categoric\_colmns[0]])

colmns = list(set(list(categoric\_data['primary\_strength'])))

print(colmns)

for x in range(len(colmns)):

  inputdata[colmns[x]] = 0.0

for x in range(len(colmns)):

  for y in range(len(inputdata[colmns[x]])):

    if(inputdata.iloc[y][categoric\_colmns[0]].values[0] == colmns[x]):

      inputdata.at[y, colmns[x]] = 1.0

print(inputdata.columns)

inputdata.head()

from sklearn.utils import shuffle

y\_initial = trainingdata['combat\_point']

trainingdata = inputdata

trainingdata['combat\_point'] = y\_initial

inputdata.pop('primary\_strength')

trainingdata.insert(0,'bias', 1)

(iv)

“One hot encoding” is used to represent categorical variables. We create a binary column for each category of the categorical variable, which will take a value of 1 if the sample belongs to that category and 0 otherwise.

There are 15 kinds of categorical variables and the number of different values for each categorical variable are given below
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Description automatically generated with medium confidence](data:image/png;base64,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)

Implementation:

onehot = []

trainingdata = trainingdata.drop('name',axis=1)

obj\_trainingdata = trainingdata.select\_dtypes(include=['object']).copy()

print(obj\_trainingdata.value\_counts())

onehot = pd.get\_dummies(obj\_trainingdata, columns=["primary\_strength"])

onehot.head()

**(V)**

Combat points are predicted using the numerical attributes and also with categorical attributes that were pre processed with one hot encoding process.

The model has a total of 22 parameters including the bias term. The model parameters are :

['bias', 'stamina', 'attack\_value', 'defense\_value', 'capture\_rate',

'flee\_rate', 'spawn\_chance', 'Psychic', 'Dragon', 'Grass', 'Water',

'Ground', 'Ghost', 'Ice', 'Fairy', 'Bug', 'Electric', 'Normal', 'Fire',

'Rock', 'Fighting', 'Poison', 'combat\_point']

Inorder to implement linear regression, first cross validation is done and data is divided into 5 parts among which data is trained with 4 parts and tested with 1 part. We implement linear regression for five folds and evaluate the performance with help of average of square root of RSS over all folds.

The value of Square root of RSS value obtained over each fold is :

The value of Square root of RSS for the 1 fold is 633.3252599289458

The value of Square root of RSS for the 2 fold is 813.1303274096778

The value of Square root of RSS for the 3 fold is 621.8472141492895

The value of Square root of RSS for the 4 fold is 531.1145578319313

The value of Square root of RSS for the 5 fold is 813.1519918468102

**Average Square root of RSS over all folds is 682.513870233330**

Implementation of Linear regression for question 5 :

#implementationoflinearregression

from sklearn.utils import shuffle

def OLS(train\_x,train\_y, l):            #OLS gives the ordinary least square solution

  train\_x = train\_x.to\_numpy()

  train\_y = train\_y.to\_numpy()

  train\_x\_transpose = np.transpose(train\_x)

  x\_val = np.matmul(train\_x\_transpose, train\_x)

  identity\_matrix = np.identity(x\_val.shape[0],dtype=int)

  identity\_matrix = identity\_matrix\*l

  x\_val = np.add(x\_val,identity\_matrix)

  x\_inverse = np.linalg.pinv(x\_val)

  x = np.matmul(train\_x\_transpose, train\_y)

  w = np.matmul(x\_inverse, x)

  w = np.matmul(x\_inverse, x)

  return w

def valueRss(test\_x, w, test\_y):   #RSS value is calculated

  test\_x = test\_x.to\_numpy()

  test\_y = test\_y.to\_numpy()

  w1 = np.transpose(w)

  test\_x = np.transpose(test\_x)

  pred\_y = np.matmul(w1,test\_x);

  #print(y\_pred)

  test\_y = np.transpose(test\_y)

  rssvalue = np.sqrt(np.sum(np.square(test\_y-pred\_y)))

  return rssvalue

def linearregression(trdata,l,parts=5): #since it is asked to divide into 5 parts

  rss = 0

  for i in range(0,parts):

    s = int(len(trdata)/5)

    test\_data = trdata[:s]    #1/5th trainingdata is assigned to testdata

    train\_data = trdata[s:]   #4/5th trainingdata is assigned as trainingdata

trdata = train\_data.append(test\_data)

    train\_x = train\_data.loc[:,:'Normal']

    test\_x = test\_data.loc[:,:'Normal']

    train\_y = train\_data.loc[:,'combat\_point':]

    test\_y = test\_data.loc[:,'combat\_point':]

    w = OLS(train\_x,train\_y, l)

    rssfolds = valueRss(test\_x, w, test\_y)

    print('The value of Square root of RSS for the', i+1, 'fold is ', rssfolds)

    rss += rssfolds

  print('Average Square root of RSS over all folds is', rss/5)                     #Meanofrssfor 5 iterations is taken

trainingdata = shuffle(trainingdata)

linearregression(trainingdata,0)

The functioning of each part has been explained in the code itself by including comments. The explanation is elaborated below:

1. Initially, we perform a 5-fold cross validation. Instead of taking the first 80% of data, we shuffle the data we have and take the 80% of shuffled data for training and remaining for testing resulting in a randomized part of data over which we can train and test the data over each fold. In each new fold iteration, we shuffle the data.
2. After performing cross-validation on data, we have a new set of training data and test data. We also assign the value of combat points in training and testing data to y which is the outcome. In this way we build the data matrices of X and Y for training and testing
3. Later we proceed to calculate the closed form solution of weights W = (XTX)-1XTY. The OLS function in the code returns the closed form solution for the weights. We use matrix operations like transpose, inverse and calculate W.
4. After that, we calculate the predicted values of outcome by multiplying the test data with the W.
5. Now, we evaluate the performance of our model by calculating RSS. We calculate the value of square root of RSS by taking square root of sum of squares of the error, where error is the difference between the actual value of outcome and predicted value of outcome.
6. Now we take the square root of RSS value over each fold and take the average value for square root of RSS over five folds. In this way, we implement and evaluate linear regression.

**(vi)**

Here, Linear regression is implemented using l2-norm regularization. Different values of regularization term, λ =[0.1,0.2,0.3,0.4,0.5,0.6,0.7,0.8,0.9,1] are used to implement l2-norm regularization.

We get less value for rss at λ = 0.2 and the value of RSS obtained over 5 folds is

For λ = 0.2

The value of Square root of RSS for the 1 fold is 458.1978883837772

The value of Square root of RSS for the 2 fold is 808.811249384208

The value of Square root of RSS for the 3 fold is 640.1892847103851

The value of Square root of RSS for the 4 fold is 573.3563012070335

The value of Square root of RSS for the 5 fold is 748.980807195927

Average Square root of RSS over all folds is 645.9071061762662

For λ = 0.2, we get the least value of RSS error when we perform l2-norm regularization among all the values of λ . Hence λ = 0.2 is the best hyperparameter in this case.

We can also see improvement when we performed regularization in the average of square root of RSS error values at λ = 0.2. Therefore, regularization helps in reducing the RSS error and thereby optimizing the weights to avoid overfitting.

Implementation :

print("For different lambda values:")

lam = [0.1,0.2,0.3,0.4,0.5,0.6,0.7,0.8,0.9,1]

for i in lam :

  linearregression(trainingdata,math.exp(-i))

**(Vii) (Bonus questions)**

(a). After observing the values of Pearson’s correlation coefficient between the numerical attributes and combat points, we observed that Attack value, defense value are the numerical attributes that best represent the combat points. When the linear regression is implemented with only these two numerical attributes, we can observe that the weights we obtain after implementing using Attack value and defense value best fit the outcome of combat points. The accuracy of the model when implemented with these two features yield the highest accuracy.

(b). When regularization is done on l1-norm, we can observe that weights are penalized comparatively less in comparison with l2-norm regularization. Hence, we will be having higher value of weights which might overfit the data. When l1-norm regularization is applied on the linear regression model we applied on Pokémon data, it is observed that we get slightly higher values of square root of RSS over all folds in comparison with L2-norm regularization.

**(Viii)**

Sample mean of the outcome is used to binarize the data and a logistic regression model is implemented to classify between low and high combat points.

The accuracy of 80-20 split logistic regression model classifier is obtained to be 0.93333333333333 or 93.33 %

**(ix)**

Logistic regression with regularization is used to classify between low and high combat points.

The accuracies observed over different values of regularization terms λ = [0.1,0.2,0.3,0.4,0.5,0.6,0.7,0.8,0.9,1] is calculated and the ideal hyper parameter is obtained.

Ideal hyper parameter λ is obtained to be 0.4 and the accuracy corresponding to the best hyper parameter when applied on the test data is “0.9916666666666668” i.e 99.16%.

Implementation of logistic regression for questions 7,8 and 9:

def warn(\*args, \*\*kwargs):

    pass

import warnings

warnings.warn = warn

from sklearn.linear\_model import LogisticRegression

from sklearn.model\_selection import train\_test\_split

samplemean = np.mean(trainingdata['combat\_point'])

y\_val = list(trainingdata['combat\_point'])

y\_data = []

for i in y\_val:

  if(i < int(samplemean)):

    y\_data.append(0)

  else:

    y\_data.append(1)

y\_data = pd.DataFrame(y\_data)

train\_x, test\_x, train\_y,test\_y = train\_test\_split(trainingdata.loc[:,:'Normal'],y\_data, test\_size = (0.2))

clf = LogisticRegression(random\_state=0,penalty='none').fit(train\_x,train\_y)

print(clf.score(test\_x,test\_y))

(ix)

lamda = [0.1,0.2,0.3,0.4,0.5,0.6,0.7,0.8,0.9,1]

idealparameter = 0

highestaccuracy = 0.0

Accuracyvalues = []

for c in lamda:

  acc\_part = []

  for i in range(5):

    x\_fold\_train, x\_fold\_test, y\_fold\_train, y\_fold\_test = train\_test\_split(train\_x,train\_y, test\_size = (0.2))

    log\_reg\_r = LogisticRegression(random\_state=0,penalty='l2',C=c).fit(x\_fold\_train,y\_fold\_train)

    acc\_part.append(log\_reg\_r.score(x\_fold\_test,y\_fold\_test))

  acc = sum(acc\_part)/len(acc\_part)

  Accuracyvalues.append(acc)

  if(highestaccuracy < acc):

    highestaccuracy = acc

    idealparameter = c

print(Accuracyvalues)

log\_reg\_r = LogisticRegression(random\_state=0,penalty='l2',C=idealparameter).fit(train\_x,train\_y)

acc\_part.append(log\_reg\_r.score(test\_x,test\_y))

  acc = sum(acc\_part)/len(acc\_part)

print('Ideal Hyper paramenter obtained for value ', idealparameter, ', Accuracy obtained for this hyper parameter on whole data is equal to, ' acc, )